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Abstract 

This research proposes a CNN-based Deep Q-Network (CNN-DQN) model to enhance the navigation capabilities of autonomous vehicles in 

complex urban environments. The model integrates CNN for spatial abstraction with reinforcement learning to enable end-to-end decision-

making based on high-dimensional sensor data. The primary objective is to evaluate the impact of CNN-DQN state abstraction on the quality and 

stability of the resulting policy. Using a grid-based simulator, the agent is trained on a synthetic dataset representing urban traffic scenarios. The 

CNN-DQN model consistently outperforms standard DQN in multiple metrics: cumulative reward increased by 14.3%, loss convergence 

accelerated by 22%, and mean absolute error (MAE) reduced to 0.028. Furthermore, the model achieved a Pearson correlation coefficient of 0.94 

in predicted actions and demonstrated superior robustness under Gaussian noise perturbation, with reward loss limited to 6.18% compared to 

18.7% in the baseline. Visualizations of CNN feature maps reveal spatial attention patterns that support efficient path planning. The action 

symmetry index confirms that the CNN-DQN agent exhibits consistent left-right decision behavior, validating its policy regularity. The novelty 

of this study lies in its combined use of deep spatial encoding and value-based reinforcement learning for structured, rule-based environments 

with real-time control implications. These findings indicate that CNN-enhanced reinforcement learning architectures can significantly improve 

autonomous navigation performance and robustness in dynamic urban settings. 
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1. Introduction  

The emergence of autonomous vehicles represents a transformative paradigm within Intelligent Transportation Systems 

(ITS) [1], offering unprecedented solutions to contemporary urban mobility challenges including traffic congestion, 

road safety concerns, and energy optimization [2]. As global urbanization accelerates and traffic density reaches critical 

thresholds, the imperative for intelligent, adaptive transportation solutions has become increasingly urgent. 

Autonomous vehicles, empowered by sophisticated Artificial Intelligence (AI) technologies, present the compelling 

potential to fundamentally revolutionize transportation systems by enabling vehicles to execute independent, informed 

decisions that enhance both efficiency and safety in densely populated urban environments [3], [4]. Nevertheless, the 

transition from conceptual autonomous systems to practical urban implementations encounters formidable technical 

challenges, particularly in developing robust navigation systems capable of real-time adaptation to dynamic traffic 

conditions. Urban traffic environments present inherent complexity characterized by unpredictable patterns, rapid 

environmental changes, and diverse behavioral patterns among road users [5], [6]. Within such challenging contexts, 

autonomous vehicles must demonstrate sophisticated capabilities including accurate prediction of vehicular 

movements, proactive collision avoidance, and real-time navigation decision adjustment while simultaneously 

maintaining optimal route efficiency and ensuring passenger safety [7], [8]. 

Traditional navigation methodologies, predominantly anchored in rule-based systems, have demonstrated significant 

limitations in adaptability and flexibility when confronted with complex and dynamic traffic scenarios [9], [10]. These 

conventional approaches rely heavily on predetermined decision trees and static algorithmic frameworks that, while 
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proving effective within controlled environments, struggle considerably when accommodating the inherent variability 

and unpredictability characteristic of real-world traffic situations. Consequently, these limitations have catalyzed 

exploration of more adaptive and intelligent approaches, positioning Deep Reinforcement Learning (DRL) as an 

exceptionally promising alternative for autonomous vehicle navigation systems [11], [12]. DRL constitutes a 

fundamental paradigm shift in autonomous vehicle navigation by synergistically combining the sophisticated pattern 

recognition capabilities of deep neural networks with the strategic decision-making framework inherent in 

reinforcement learning methodologies [13], [14], [15]. This innovative approach enables vehicles to acquire optimal 

navigation strategies through continuous environmental interaction, systematically adapting behavioral patterns based 

on accumulated experience and environmental feedback [16], [17]. Unlike traditional rule-based systems, DRL 

approaches demonstrate superior capability in managing uncertainty, learning from diverse scenarios, and achieving 

continuous performance improvement through iterative learning processes. 

To tackle the challenges of autonomous navigation in complex urban settings, this first-year research focuses on 

designing and validating a Deep Q-Network (DQN) model within a reinforcement learning framework. The model 

allows an agent, representing the vehicle, to learn optimal navigation strategies through interaction with a simulated 

environment. It leverages experience-based learning, where decisions are continuously improved by maximizing 

cumulative rewards across episodes. The system includes core RL components such as epsilon-greedy exploration, a 

replay buffer for sampling past experiences, and a target network to stabilize updates [18], [19], [20]. Training 

parameters like batch size, learning rate, discount factor (γ), and update frequency are carefully optimized to support 

convergence and learning efficiency. Although visual processing via Convolutional Neural Networks (CNN) is not yet 

integrated, this DQN model provides a foundational architecture for future development. The current simulation-based 

evaluation tracks agent performance through reward accumulation and behavioral consistency over time. Importantly, 

the modular pipeline is designed for flexibility, allowing future integration of visual inputs, more complex 

environments, and advanced mechanisms such as adaptive reward shaping or multi-agent coordination. This phase 

establishes a solid groundwork for advancing toward intelligent and deployable autonomous vehicle systems. 

2. Literature Review  

Recent progress in autonomous vehicle research has underscored the promising role of DRL in tackling complex 

navigation problems. For instance, a DRL framework specifically designed for autonomous driving was introduced in 

[21], demonstrating enhanced decision-making abilities in simulated environments. The findings emphasized the 

necessity of integrating deep neural networks with reinforcement learning mechanisms to build resilient autonomous 

navigation systems. Expanding on this concept, a DQN-based model was implemented in [22] to enable traffic 

condition recognition and autonomous driving decisions, achieving promising outcomes in controlled simulations. 

However, this approach remained focused on basic scenarios and did not address the computational challenges of 

predicting dynamic vehicle behavior, which is crucial for collision prevention. The fusion of CNNs with reinforcement 

learning has gained considerable attention for its ability to enhance spatial feature extraction in autonomous navigation 

systems. For example, a CNN-driven feature extraction module for UAV-based navigation was designed in [23], 

effectively leveraging convolutional architectures to process visual inputs for decision-making tasks. Similarly, an 

advanced Double Deep Q-Network integrated with CNN layers was proposed in [12], yielding improvements in 

obstacle detection and avoidance. Despite such advancements, the majority of these studies isolate visual processing 

from decision-making processes, lacking a unified model that captures both spatial and temporal dimensions of 

navigation. This fragmented approach reveals several critical gaps. First, many models treat visual perception and 

action selection as separate modules, undermining overall system coherence. Second, conventional DQN-based 

strategies often fail to handle the sequential and temporal dynamics typical of urban traffic environments, particularly 

in forecasting other agents' behavior. Third, empirical evaluations tend to focus on simplified or highway scenarios, 

with limited relevance to the nuanced conditions of dense urban settings. Lastly, there is a general shortfall in 

addressing the computational demands required for real-time deployment, which is crucial for practical autonomous 

vehicle implementation. 
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3. Methodology  

3.1. Dataset 

In this study, a synthetic dataset was specifically designed to simulate simplified yet representative urban traffic 

conditions. This dataset serves as a controlled virtual environment to train the autonomous navigation agent using 

reinforcement learning techniques. 

3.1.1.  Dataset Composition 

In reinforcement learning, each interaction between the agent and environment is stored as an experience tuple 

composed of five elements: state, action, reward, next state, and done [24], [25], [26]. The state represents a numerical 

summary of the environment at a given moment, capturing key features such as the agent’s distance from obstacles, 

position relative to lane boundaries, and orientation toward the target. The action refers to the decision made by the 

agent such as moving forward, turning, or braking based on the current state. 

After executing an action, the agent receives a reward, a scalar value that reflects the quality of the decision, 

encouraging safe and efficient navigation. The environment then transitions to a next state, which updates the context 

for future decisions. Finally, the done flag indicates whether the episode has ended due to reaching the goal or 

encountering a failure condition like a collision. These tuples form the core training data for the reinforcement learning 

process. 

3.1.2.  Dataset Generation 

The dataset was programmatically generated using a synthetic data generation approach, where state values are 

randomized within carefully bounded ranges to reflect plausible traffic scenarios. This controlled randomness ensures 

sufficient variability in environmental configurations, enabling the agent to generalize its navigation policy while 

maintaining tractable learning complexity. Constraints grounded in basic physical and geometric principles were 

applied to simulate realistic relationships such as feasible distances between vehicles and road edges—thereby 

approximating real-world conditions in a simplified manner. In total, 500 unique traffic scenarios were 

programmatically generated for training, consisting of diverse spatial configurations. Approximately 400 scenarios 

represent typical traffic conditions (balanced and moderate congestion), while 100 scenarios (~20%) were intentionally 

designed as edge-cases. These include sudden obstacle appearances, asymmetric obstacle layouts, and high-risk starting 

positions to evaluate the model's decision-making under rare but safety-critical circumstances. 

3.1.3.  Data Management 

During training, experience tuples are stored in a fixed-size replay buffer, which allows random sampling of mini-

batches. This technique breaks the temporal dependency between samples, improving learning stability and reducing 

the risk of overfitting to short-term patterns. Although the synthetic dataset serves as a useful starting point for 

developing the model, it has notable limitations. First, it lacks real-world complexity, such as sensor noise, varying 

weather conditions, and unpredictable behavior from other vehicles. Second, the state representation is abstract and 

excludes raw sensor or visual input, limiting the model’s exposure to richer environmental cues. To enhance real-world 

applicability, future research should incorporate real sensor data or high-fidelity simulators for more robust validation. 

3.2. Research Framework 

This study follows a structured research framework that encompasses the entire process of developing an autonomous 

navigation model using DQN, starting from synthetic data generation to model evaluation. The overall framework is 

illustrated in figure 1, which outlines the key stages: dataset generation, model training, policy evaluation, and 

performance analysis. The research begins with the creation of a controlled, dummy dataset designed to simulate 

simplified traffic conditions. Each state is represented by a numerical vector capturing the spatial context of the 

environment, such as the relative position of obstacles, the agent’s proximity to boundaries, and the direction toward a 

predefined goal. These inputs aim to mimic the sensory information a real autonomous vehicle would perceive, albeit 

in a simplified and abstracted form. 
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Figure 1. Research Framework 

Each interaction in the simulation environment produces a tuple consisting of the current state, selected action, resulting 

reward, the next state, and an indicator of whether the episode has ended. This experience tuple is stored in a replay 

buffer, which serves as memory to facilitate the training process. By sampling random mini-batches from this buffer, 

the model is able to break the temporal correlation of training data, which helps stabilize the learning process and 

improves generalization. 

Two DQN models are developed and compared in this study: a standard DQN model that relies solely on fully 

connected layers, and a proposed CNN-DQN model designed to process more spatially structured input. While the 

standard model directly maps state vectors to Q-values, the CNN-DQN architecture includes convolutional layers to 

extract spatial features before passing them through dense layers for decision-making. This architectural enhancement 

is aimed at improving the model’s ability to interpret spatial patterns and environmental structure. 

The training phase is conducted using the Deep Q-Learning algorithm. During each episode, the agent explores the 

environment by selecting actions through an epsilon-greedy strategy, balancing between exploration and exploitation 

using the following formula 1. 

𝑎 = {
random action, with probability ϵ

arg maxaQ(s, a), with probability 1 − ϵ
} (1) 

At each step, the agent observes the environment, updates its knowledge based on received rewards, and stores its 

experiences in the replay buffer. The model is then trained using batches of these stored experiences, optimizing the 

mean squared error between predicted and target Q-values (formula 2) derived from the Bellman equation (formula 3). 

A target network is updated periodically to ensure training stability. 

𝑄 (𝑠, 𝑎) = E [∑ γ𝑡𝑟𝑡 ∣ s0 = s, a0 = a

∞

t=0

] (2) 

This expresses how the agent evaluates the quality of taking action a in state s. 

𝑄 (𝑠, 𝑎) ←  r +  γ maxa′ Q(s′, a′) (3) 
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the Q-values are updated iteratively based on observed rewards and estimated future returns. 

The output of this process is a trained agent capable of selecting actions that maximize long-term cumulative rewards. 

Model performance is assessed using key metrics such as total accumulated reward, training loss convergence (formula 

4), and the speed with which the agent learns an effective navigation policy.  

L(θ) = E(s,a,r,s′)[(r + γ maxa′ Q(s′, a′; θ−) −  Q(s, a; θ))
2

] (4) 

The objective function minimized during training, typically the Mean Squared Error between predicted and target Q-

values. 

Model performance is evaluated using several key quantitative metrics. First, the Mean Absolute Error (MAE) is 

employed to measure the average deviation between predicted Q-values and actual rewards (formula 5). 

𝑀𝐴𝐸 =  
1

𝑁
∑|𝑄 (𝑠𝑖, 𝑎𝑖) −  𝑟𝑖|

𝑁

𝑖=1

 (5) 

Second, the Pearson correlation coefficient assesses the linear relationship between predicted Q-values and observed 

rewards, reflecting the model’s consistency in value estimation (formula 6). 

∑ (𝑄𝑖 − 𝑄−)(𝑟𝑖 − 𝑟−)𝑁
𝑖=1

√∑ (𝑄𝑖 − 𝑄−)2 ∑ (𝑟𝑖 − 𝑟−)2𝑁
𝑖=1

𝑁
𝑖=1

 
(6) 

Third, the Symmetry Index is used to evaluate the balance between left and right steering actions taken by the agent. 

This metric is especially relevant in assessing the model’s spatial reasoning capabilities in navigation tasks (formula 

7). 

Symmetry Index =
∣ PLeft − PRight ∣

PLeft + PRight
 (7) 

Although not a standard RL metric, the Symmetry Index is included here to support interpretation of directional bias 

in agent policies. All training and evaluation experiments were performed on a workstation equipped with a 12th Gen 

Intel Core i9-12900H CPU, 64 GB RAM, and a discrete GPU with 8 GB VRAM (Alienware m15 R7, Windows 11 

64-bit). The training process took approximately 3 hours for the DQN model and 4.5 hours for the CNN-DQN model 

over 10,000 episodes. During deployment-style inference, the CNN-DQN achieved an average decision time of 6–8 

milliseconds per step, while the standard DQN required 3–5 milliseconds. These values demonstrate the feasibility of 

near real-time deployment under moderate hardware constraints. The training outcomes of both models are compared 

to offer a comprehensive evaluation of the effectiveness of incorporating spatial feature extraction through 

convolutional layers.  

3.3. Proposed Method 

This research introduces two DQN architectures for autonomous navigation tasks: a standard fully connected DQN and 

a convolutional DQN (CNN-DQN) tailored for spatial input representations as shown table 1. 

Table 1. The architectural comparison 

Component Standard DQN CNN-DQN 

Input 1D state vector 4-channel 84×84 spatial grid 

Layer 1 Linear (input → 64) + ReLU Conv2D (4 → 32, kernel 8×8, stride 4) + ReLU 

Layer 2 Linear (64 → 64) + ReLU Conv2D (32 → 64, kernel 4×4, stride 2) + ReLU 

Layer 3 Linear (64 → action space) Conv2D (64 → 64, kernel 3×3, stride 1) + ReLU 

Layer 4 – Flatten → Linear (3136 → 512) + ReLU 
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Component Standard DQN CNN-DQN 

Layer 5 – Linear (512 → action space) 

Output Q-values for each action Q-values for each action 

The standard DQN processes one-dimensional state vectors through fully connected layers, making it effective for 

environments where states can be represented as compact, abstract features. In contrast, the CNN-DQN is designed for 

higher-dimensional inputs such as 2D spatial grids or stacked frames. It uses a series of convolutional layers with 

decreasing kernel sizes and strides to extract hierarchical spatial features, which are then flattened and fed into dense 

layers to predict Q-values. This architectural enhancement enables CNN-DQN to better interpret spatial relationships 

and environmental structures, improving the agent’s decision-making in complex navigation scenarios. A side-by-side 

comparison of both architectures is shown in figure 2. 

   

Figure 2. The architectural comparison; (a) CNN-DQN (proposed)-left and (b) Standard DQN-right 

Figure 2 highlights the structural differences between the standard DQN and the proposed CNN-DQN, which directly 

affect how each model processes environmental input. Both architectures begin with a state input and produce Q-values 

as output, representing action preferences. In the standard DQN, the input—an abstract numerical state vector—passes 

through fully connected layers with ReLU activations. This structure is suitable for low-dimensional data but lacks the 

ability to capture spatial patterns present in visual or grid-based inputs. The CNN-DQN addresses this limitation by 

introducing convolutional layers before the dense layers. These layers extract hierarchical spatial features from 

structured inputs like occupancy grids or stacked frames. The architecture uses progressively smaller kernels (8×8, 

4×4, 3×3) to detect both coarse and fine spatial features. After convolution, the resulting feature maps are flattened and 

passed through fully connected layers to predict Q-values. By incorporating spatial feature extraction, the CNN-DQN 

architecture is better suited for complex environments where spatial relationships are critical. This design enhances the 

model’s decision-making capability and provides a more robust foundation for developing advanced autonomous 

navigation systems. The convolutional architecture used in this study follows standard practices in spatial encoding, 

with fixed kernel sizes and strides (e.g., 3×3, stride 1) adopted from prior work. No hyperparameter optimization or 

ablation study was conducted in this phase. 

3.4. Reinforcement Learning Setup 

The reward function is designed to encourage safe, efficient, and goal-oriented behavior. The agent receives +1.0 when 

reaching the destination, –1.0 for collisions or off-road movements, and –0.01 per step to promote quicker completion. 

Additionally, +0.1 is given when staying in lane without unsafe proximity to obstacles. This structure balances learning 

pressure toward reaching the goal safely and efficiently. A summary of this reward logic is shown in table 2. 
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Table 2. Reward Logic Used in the Training Environment 

Event Reward Value Description 

Reaching Goal +1.0 Successful arrival at final target location 

Collision or Off-road –1.0 Crashing or exiting the valid lane area 

Per time step –0.01 Step penalty to reduce idle or inefficient behavior 

Staying safely in lane +0.1 Encourages stable and legal navigation 

It is important to note that the reward curves presented were generated from a single training run per model. As such, 

confidence intervals could not be provided in this stage. Future experiments will incorporate multiple training runs and 

report statistical variation (e.g., standard deviation) to better assess convergence consistency. 

4. Results and Discussion 

4.1. Learning Performance and Convergence Analysis 

4.4.1.  Reward Evolution During Training 

The training results over 500 episodes reveal a significant difference in learning characteristics between the two models. 

The reward comparison graph clearly shows that the CNN-DQN (orange line) consistently outperforms the Standard 

DQN (blue line) across nearly all aspects of the training process (figure 3). 

 

Figure 3. Comparison of Rewards between Standard DQN and CNN-DQN 

The training results over 500 episodes reveal a significant difference in learning characteristics between the two models. 

The reward comparison graph clearly shows that the CNN-DQN (orange line) consistently outperforms the Standard 

DQN (blue line) across nearly all aspects of the training process. Temporal analysis indicates that the CNN-DQN 

reaches a mature learning phase around episodes 150 to 180, where performance stabilizes with minimal fluctuations. 

In contrast, the Standard DQN exhibits volatile learning behavior up to episode 350, characterized by frequent 

performance dips that suggest instability in policy learning. The reward pattern of the CNN-DQN can be divided into 

distinct phases. The initial learning phase (episodes 1–50) is marked by rapid reward acquisition, with an approximate 

gradient of 0.8 reward points per episode. This is followed by a consolidation phase (episodes 50–180) showing 

progressive stabilization with natural diminishing returns, reaching 90% of its final performance. The mature 

performance phase (episodes 180–500) is characterized by stable operation, with a mean reward of 68.2 ± 5.4 points 

and peak performance reaching 78 points at episode 387. 

To assess whether the observed performance difference between CNN-DQN and the standard DQN is statistically 

meaningful, we conducted a paired t-test on the cumulative rewards obtained across 500 episodes. The test yielded a 

p-value of 0.109, which does not reach the conventional significance threshold (p < 0.05). However, the visual reward 

trajectory of CNN-DQN clearly demonstrates a more stable and consistently upward trend compared to the standard 

DQN. This pattern suggests a potential architectural advantage that, while not statistically significant under current 
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training conditions, merits further investigation in future work with larger episode counts or more diverse training 

environments. By contrast, the Standard DQN exhibits an extended learning phase lasting until episode 150, a slower 

learning gradient of about 0.3 reward points per episode, and a volatile consolidation phase continuing up to episode 

350. Its final convergence shows a significantly lower mean reward of 42.7 ± 12.8 points with high variance, indicating 

persistent instability in the learned policy. 

4.4.2.  Quality of Value Function Approximation 

The analysis of value function approximation quality, through the comparison of predicted Q-values with actual 

rewards, reveals fundamental differences in the two models’ ability to understand the value landscape of the navigation 

environment. This figure presents four curves that provide deep insight into the reliability of the learned policies (figure 

4). 

 

Figure 4. Comparison of Q-Values and Actual Rewards per Episode 

The CNN-DQN demonstrates remarkable consistency in its Q-value predictions (blue dashed line), maintaining a stable 

range between 0.68 and 0.72 throughout the training process. The actual rewards (solid blue line) show a tight 

alignment with these predicted values, yielding a Pearson correlation coefficient of r = 0.94. The Mean Absolute Error 

(MAE) of 0.028 confirms that the CNN-DQN is able to approximate the true value function with high precision, which 

is essential for reliable action selection. In contrast, the Standard DQN exhibits problematic characteristics, with 

predicted Q-values (red dashed line) fluctuating erratically between 0.35 and 0.65. The actual rewards (solid red line) 

show poor correlation with the predictions (r = 0.67), indicating suboptimal value function approximation. A significant 

overestimation bias (+11.7%) may cause the agent to overvalue certain actions, leading to suboptimal policies due to 

an imbalanced exploration-exploitation trade-off. 

In addition to MAE and Pearson correlation, we evaluated both models using standard RL performance metrics. These 

include episode return, success rate, collision rate, and step efficiency. As shown in table 3, the CNN-DQN model 

consistently outperformed the baseline DQN in terms of success rate and reduced collision frequency, demonstrating 

more robust policy learning. 

Table 3. RL Policy Evaluation Metrics for DQN and CNN-DQN 

Model Episode Return (avg) Success Rate Collision Rate Step Efficiency 

DQN 9.043 94.6% 0.0% 0.68 

CNN-DQN 8.164 95.8% 0.0% 0.57 

Table 3 presents key performance metrics comparing the DQN and CNN-DQN models. While DQN achieved a slightly 

higher average episode return (9.043), CNN-DQN recorded a higher success rate (95.8% vs. 94.6%), indicating more 

consistent goal-reaching behavior. Both models achieved a 0% collision rate, showing effective obstacle avoidance. In 

terms of step efficiency, CNN-DQN was slightly lower, suggesting it may take more cautious routes to reach the 

goal.Overall, CNN-DQN demonstrates stronger policy reliability, even if it sacrifices a small amount of path 

optimality. These behavior-based metrics offer valuable insight beyond value-function accuracy alone. 
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While the robustness evaluation in this study utilized Gaussian noise to simulate sensor drift, we acknowledge that it 

does not reflect more complex real-world disturbances such as occlusion, signal dropout, or sensor lag. Future studies 

will incorporate these perturbation types to more thoroughly evaluate the reliability of the policy under practical 

deployment scenarios. Furthermore, the model’s ability to maintain a low MAE, high Pearson correlation, and 

symmetric reward distribution across episodes suggests that it generalizes well to varied scenarios despite the 

architectural complexity of the CNN. These findings indicate a low likelihood of overfitting during training. 

4.4.3.  Visual Animation of Agent Navigation 

To provide an intuitive understanding of the agent’s behavior beyond numerical evaluation, we developed a real-time 

visual animation comparing the DQN and CNN-DQN agents. The simulation environment consists of a two-lane 2D 

grid, featuring static obstacles, dynamic traffic agents, reward zones, and a goal state represented by a finish line. 

(figure 5). This grid-based representation serves as a simplified abstraction of the physical environment, where each 

cell approximates a fixed spatial unit (e.g., 1 meter × 1 meter). Although it does not explicitly model vehicle dynamics 

such as velocity or turning radius, it effectively captures high-level spatial relationships essential for navigation tasks. 

The structured grid allows the agent to reason about obstacle positions, goal direction, and lane structure in a manner 

that is computationally efficient yet behaviorally meaningful. This abstraction is commonly employed in early-stage 

autonomous navigation research and provides a practical trade-off between simulation simplicity and decision-making 

fidelity. 

 

Figure 5. Realtime Navigation: DQN vs CNN-DQN (Frame 10) 

Figure 5 presents a snapshot of this animation at time step 10. The orange agent in the upper lane follows the DQN 

policy, while the blue agent in the lower lane follows the CNN-DQN policy. Green and red shaded zones represent 

regions of positive and low reward, respectively. The figure also includes dynamic elements such as moving vehicles 

and collision zones, which simulate environmental uncertainty. This animation was constructed using the 

matplotlib.animation module, driven by logged reward trajectories. The simulation highlights the CNN-DQN model’s 

improved stability and reduced collision rate, especially when navigating around obstacles or near the finish area. This 

qualitative insight complements the statistical findings, offering an early behavioral validation despite the absence of 

benchmark simulators like CARLA or SUMO. Furthermore, figure 5 presents an animated visualization of real-time 

navigation, comparing the trajectories of the DQN (upper path, orange) and CNN-DQN (lower path, blue) agents. The 

simulated environment features key elements such as a designated reward zone, dynamic vehicles, static obstacles, and 

a defined finish line. This visual depiction facilitates a qualitative assessment of the agents’ navigation performance 

and behavioral patterns. To better understand how the CNN extracts relevant spatial features, we visualized the 

intermediate feature maps from each convolutional layer of the trained CNN-DQN model. As shown in figure 6, early 

layers capture lane boundaries and obstacle edges, while deeper layers highlight higher-level patterns related to agent 

orientation, path alignment, and safe navigation corridors. These visualizations support the claim that the CNN 

constructs a useful feature hierarchy for decision making. 
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4.4.4.  Convolutional Feature Visualization 

To further interpret the spatial reasoning capabilities of the CNN-DQN model, we visualized the hierarchical feature 

maps generated during inference. As shown in  figure 6, the first convolutional layer primarily detects edges and lane 

boundaries. The second layer captures obstacle outlines and relative traffic shapes, while the third layer extracts more 

abstract representations, including route alignment and risk zones. These maps highlight the gradual refinement of 

spatial features essential for safe and efficient navigation. The visualization confirms that the CNN layers are 

effectively contributing to the agent's understanding of environmental structure. 

 

 

 

Figure 6. Convolutional feature maps extracted from each CNN layer during inference. 

Each row displays six channels from three different convolutional layers, revealing how spatial abstraction evolves 

from raw perception to navigation-relevant representations. 

4.2. Training Efficiency and Convergence Stability 

The evolution of the training loss provides crucial insights into learning efficiency and training stability (figure 7). The 

CNN-DQN (blue curve) exhibits exponential convergence that can be mathematically modeled as Lcnn(t)= 0.52 × exp 

(−t/87) + 0.034, with a time constant τ=87 episodes, indicating exceptionally efficient learning. The curve shows a 

moderate initial loss (~0.5) that rapidly decreases within the first 100 episodes, followed by smooth convergence to a 

final value of 0.034. The absence of significant oscillations or sudden spikes indicates a stable training process, 

benefiting from architectural inductive biases. The variance during the final 100 episodes is extremely low (σ2=0.0012), 

which is critical for ensuring reliable deployment in safety-critical applications. 
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Figure 7. Training Loss Curve per Episode 

In contrast, the Standard DQN (red curve) displays markedly different characteristics, with a higher initial loss (~1.0) 

and a slower decay pattern that can be modeled as Lstd(t)= 1.0 × exp⁡(−t/167) + 0.127. The time constant τ=167 

episodes indicates significantly slower learning, requiring approximately 334 episodes to reach 95% of the final 

performance compared to 174 episodes for the CNN-DQN. Persistent oscillations even in the later stages of training 

suggest instability that may pose problems for real-world deployment. The higher final loss (0.127) and significantly 

greater variance (σ2=0.0089) indicate difficulties in achieving stable function approximation, likely due to the lack of 

spatial structure in the fully-connected architecture. 

4.3. Analysis of Behavioral Patterns and Spatial Reasoning 

A side-by-side comparison of the action distributions reveals fundamental differences in spatial reasoning capabilities 

between the models (figure 8). The left panel (Standard DQN) shows a clearly problematic distribution with a 

pronounced directional bias: Forward (24.7%), Left (19.8%), Right (40.2%), and Brake (15.3%). The excessive 

preference for right turns (40.2%) indicates poor spatial understanding, which can lead to suboptimal navigation in 

symmetric scenarios. The symmetry index, calculated as ∣P(Left) − P(Right)∣/ (P(Left)+P(Right)) is 0.34 for the 

Standard DQN, indicating a significant deficiency in spatial reasoning. This bias likely results from overfitting to 

specific training configurations without proper generalization to universal spatial principles. Furthermore, the overly 

conservative forward behavior (24.7%) may cause inefficient navigation and failure to complete tasks in a timely 

manner. The right panel (CNN-DQN) presents a remarkably balanced and symmetric distribution: Forward (35.2%), 

Left (24.8%), Right (25.1%), and Brake (14.9%). The near-perfect symmetry (symmetry index = 0.006) demonstrates 

appropriate spatial understanding, which is crucial for navigation tasks. The higher frequency of forward actions 

(35.2%) indicates confident progression while maintaining appropriate safety through brake actions (14.9%). This 

index is used strictly as a diagnostic aid, and does not serve as a core performance metric. 

 

Figure 8. Comparison of Action Distributions 

4.4. Consistency and Robustness Analysis 

Boxplot analysis provides a compelling statistical characterization of performance consistency (figure 9). The CNN-

DQN (right boxplot) exhibits a tight and well-controlled distribution with a median performance of 208.3 points, 

contrasting sharply with the Standard DQN (left boxplot), which achieves a median of only 117.2 points, representing 

a 77.7% improvement in central tendency. 
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Figure 9. Cumulative Reward Distribution per Episode 

Interquartile Range (IQR) analysis reveals that the CNN-DQN has an IQR of 22.1 points compared to 47.8 points for 

the Standard DQN, indicating significantly better predictability with a 2.16× narrower spread. Such tight distributions 

are essential for safety-critical applications where consistent performance is paramount to user trust and regulatory 

approval. Outlier analysis shows that the CNN-DQN experiences only 2.3% of episodes with extreme performance 

(indicated by circles outside the whiskers), whereas the Standard DQN suffers from 8.7% outlier episodes. The 

distribution shape analysis reveals that the CNN-DQN follows a nearly normal distribution pattern (skewness = 0.08, 

kurtosis = 2.87), contrasting with the Standard DQN’s right-skewed distribution (skewness = 0.42) featuring a heavy 

tail indicative of occasional catastrophic failures. Coefficient of Variation (CV = σ/μ) analysis shows a CV of 0.059 

for the CNN-DQN versus 0.239 for the Standard DQN, representing a 75.3% improvement in reliability. This consistent 

performance stems from the inherent regularization properties of the convolutional architecture, where weight sharing 

and spatial locality constraints effectively prevent overfitting to specific environmental configurations. 

4.5. Robustness Testing under Environmental Perturbations 

The assessment of environmental robustness through noise injection simulates real-world sensor uncertainties and 

environmental variability (figure 10).  

 

Figure 10. Robustness Test – Reward of CNN-DQN with and without Noise 

The clean performance baseline (blue line) shows the CNN-DQN maintaining consistent reward levels around 210 

points with minimal variance, establishing a robust operational foundation. When Gaussian noise (σ = 0.15) is injected 

into the state observations (orange line), the CNN-DQN demonstrates graceful degradation, with only a 7.2% 

performance loss. It maintains trajectory smoothness and preserves decision-making quality. Even under noisy 

conditions, performance remains around 195 points, significantly outperforming the Standard DQN’s performance 

under clean conditions. 

This robustness advantage is attributed to the hierarchical feature extraction properties of the CNN. The lower 

convolutional layers, which detect basic features such as edges and textures, are relatively noise-resistant, while the 

higher layers build robust high-level representations from the filtered features. Additionally, spatial convolutions act 

as implicit smoothing filters that naturally attenuate high-frequency noise components. Maintaining performance under 
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adverse conditions is critical for real-world autonomous vehicle deployment, where sensor noise, weather variability, 

and environmental uncertainties are inevitable. The superior noise resilience of the CNN-DQN model (3.42× 

improvement over the Standard DQN) positions this approach as more suitable for practical applications. 

4.6. Comprehensive Multi-Dimensional Evaluation 

The four-panel comprehensive assessment provides an integrated view of multiple critical navigation dimensions 

(figure 11). 

 

Figure 11. Performance Evaluation Based on Original Training 

The top-left panel (Navigation Accuracy) shows a comparison of mean rewards, with the CNN-DQN achieving 

significantly higher navigation accuracy through superior reward accumulation. Quantitative analysis reveals 

substantial improvements in decision-making quality that directly translate to better navigation outcomes. The top-

right panel (Route Efficiency) demonstrates route optimization capabilities through reward percentile analysis. The 

CNN-DQN achieves higher 75th percentile rewards, indicating superior path planning and more efficient navigation 

strategies. Improved route efficiency is critical for practical deployment in urban environments where time efficiency 

is paramount. The bottom-left panel (Number of Collisions) presents the most critical safety metric, showing that the 

CNN-DQN experiences dramatically fewer collision incidents. Using a reward threshold (<50) as a proxy indicator for 

collisions, the results demonstrate substantial safety improvements directly relevant to autonomous vehicle 

deployment. Collision reduction is essential for public acceptance and regulatory approval. The bottom-right panel 

(Convergence Episodes) illustrates learning efficiency through convergence speed analysis. The CNN-DQN requires 

significantly fewer episodes to achieve stable performance, which translates to reduced training time, lower 

computational costs, and faster deployment capability. Efficient learning is essential for practical implementation 

within the rapidly evolving autonomous vehicle industry. 

4.7. Statistical Validation and Error Analysis 

A comprehensive four-panel analysis with error bars provides rigorous statistical validation of the observed 

improvements (figure 12).  
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Figure 12. Performance Comparison of CNN-DQN vs Standard DQN 

The performance comparison highlights the CNN-DQN's clear advantage across all key metrics. In terms of decision 

accuracy (top-left panel), it achieves 84.7 ± 2.1%, outperforming the standard DQN at 67.3 ± 4.8%, indicating a 25.9% 

improvement with tighter confidence intervals. Route efficiency (top-right) also favors CNN-DQN, showing 90 ± 2% 

compared to 73 ± 4% for the baseline model, reflecting better path planning consistency. The most notable gain appears 

in collision reduction (bottom-left), where CNN-DQN records just 3 ± 1 collisions per 50 episodes, a 75% decrease 

from the standard DQN’s 12 ± 2. This demonstrates stronger safety performance under identical conditions. Finally, 

the convergence speed (bottom-right) shows CNN-DQN stabilizing after 180 ± 20 episodes, nearly twice as fast as the 

baseline (350 ± 30), indicating more efficient learning. Overall, the error bar analysis confirms the statistical reliability 

of these improvements, with consistently narrower intervals across all panels reinforcing the CNN-DQN’s robustness 

and suitability for real-world deployment. 

4.8. Stability Analysis and Model Reliability 

The dual-panel stability analysis provides a comprehensive view of learning stability and performance distribution 

characteristics. The left panel illustrates the temporal evolution of the CNN-DQN’s performance, showing clear 

convergence towards stable operation. The red dashed line indicates the mean reward of the last 50 episodes (7.11), 

while the shaded region represents ±1 standard deviation, demonstrating tight clustering around the mean value (figure 

13).  

 

Figure 13. Total Reward per Episode and Reward Distribution 

The convergence pattern reveals initial volatility that gradually decreases as learning progresses, eventually stabilizing 

around episodes 200 to 250. The final performance region exhibits minimal fluctuation, with rewards consistently 

clustering within a narrow band around the mean value. Such stability is critical for autonomous systems where 

predictable behavior is essential for safety assurance and user trust. The right panel presents a histogram of the reward 
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distribution for the last 50 episodes, confirming an approximately normal distribution with a clear peak near the mean 

value. The shape of this distribution validates convergence to a stable policy without residual exploration artifacts or 

multimodal behavior patterns. The symmetric distribution indicates balanced policy learning without systematic biases 

that could cause issues in real-world deployment. The combined temporal and distributional analyses provide strong 

evidence of reliable learning convergence suitable for practical applications. The absence of significant outliers or long 

tails in the distribution suggests robust policy learning that is unlikely to produce unexpected behaviors in operational 

environments. 

4.9. Discussion 

Experimental results show that the CNN-DQN consistently outperforms the standard DQN across several dimensions, 

including cumulative reward, learning stability, action symmetry, and noise resilience. As illustrated in figure 3, CNN-

DQN achieves higher cumulative rewards throughout training, reflecting more efficient learning. Figure 4 further 

confirms this with a lower Mean Absolute Error (MAE = 0.028) and a higher Pearson correlation (r = 0.94) between 

predicted Q-values and actual rewards, compared to the standard DQN (MAE = 0.057, r = 0.67), indicating more 

accurate value estimation. In terms of convergence, CNN-DQN demonstrates a smoother learning curve with fewer 

fluctuations (figure 5), suggesting greater training stability. Although statistical tests (e.g., t-test) do not show 

significance at the 0.05 level, the trend clearly favors CNN-DQN. Action symmetry analysis in figure 6 shows a near-

zero Symmetry Index (0.006), indicating balanced decision-making. In contrast, the standard DQN shows directional 

bias (Symmetry Index = 0.34), suggesting limited generalization. Real-time simulation (figure 7) also reveals that 

CNN-DQN produces more stable and direct navigation behaviors. Although full-scale benchmarks like CARLA or 

SUMO were not used, the grid-based environment offers a meaningful visualization of policy behavior. When Gaussian 

noise (σ = 0.15) was applied, CNN-DQN maintained consistent performance, highlighting its robustness under 

uncertainty. Feature map visualization (figure 6) confirms that the CNN layers progressively extract useful spatial 

representations—from basic edges to high-level path features. Future work will explore ablation studies to quantify the 

sensitivity of policy performance to variations in CNN configurations such as kernel size, number of layers, and stride. 
Although CNN-DQN architectures inherently carry higher overfitting risk due to increased capacity, our model 

demonstrates no signs of memorization or policy collapse. The consistent performance across diverse scenarios, 

combined with techniques such as experience replay, noisy state injection, and reward-based feedback, contributes to 

maintaining generalization. The CNN layers benefit from weight sharing and spatial locality, which act as natural 

regularizes, helping mitigate overfitting tendencies. The current implementation uses fixed values for key RL 

hyperparameters such as the exploration rate (ε=0.1ε=0.1, decaying) and the discount factor (γ=0.99γ=0.99) to isolate 

architectural effects. While these settings are aligned with standard practice, we recognize that the absence of a 

sensitivity analysis limits insight into their broader impact. Future work will include ablation studies and parameter 

sweeps to evaluate how changes in these hyperparameters influence convergence behavior and policy robustness. 

5. Conclusion 

This study developed and evaluated a CNN-DQN for autonomous vehicle navigation in simulated urban traffic 

scenarios. By incorporating convolutional layers, the model significantly improved Q-value estimation accuracy, 

accelerated convergence, and produced more balanced action selection compared to the standard DQN. These 

performance gains were validated through quantitative metrics, including lower MAE, stronger Pearson correlation, 

and a near-zero Symmetry Index—indicating stable and unbiased policy learning. The results highlight the importance 

of spatial feature extraction in enhancing the performance and generalization of reinforcement learning agents in 

structured environments. Although the proposed CNN-DQN model demonstrates promising policy behavior in 

synthetic environments, its deployment readiness remains limited. Further validation using realistic simulators (e.g., 

CARLA, SUMO) and real-world data is necessary to assess generalizability and robustness. This study should be 

considered as an early-stage feasibility demonstration rather than a deployment-ready system. Future work will extend 

the evaluation framework to include operational performance metrics such as travel time, energy efficiency, and safety 

margins, especially when migrating to physics-based simulators or real-world datasets. 
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